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LAB MANUAL

**Course: CSE354 Design Patterns**

![](data:image/jpeg;base64,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)

**Department of Computer Science**

**COMSATS University Islamabad, Abbottabad Campus**

Table of Contents

[LAB 01: OOPs Concepts and Objects Relationships 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007722)

[LAB 02: Singleton and Observer 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007723)

[LAB 03: Decorator and Factory Method 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007724)

[LAB 04: Strategy and Chain of Responsibility 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007725)

[LAB 05: Abstract Factory and Iterator 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007726)

[LAB 06: Sessional 1 Exam 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007727)

[LAB 07: State and Mediator 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007728)

[LAB 08: Bridge and Builder 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007729)

[LAB 9: Adapter, Flyweight and Facade 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007730)

[LAB 10: Template Method, Proxy and Composite 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007731)

[LAB 11: Prototype, Command and Interpreter 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007732)

[LAB 12: Sessional 2 Exam 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007733)

[LAB 13: Visitor, Memento and Null Patterns 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007734)

[LAB 14 Filter and MVC Patterns 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007735)

[LAB 15 Presentation on Latest Design Patterns 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007736)

[LAB 16: Final Exam 2](file:///D:\OneDrive\COMSATS\LAB%20MANUALS\Lab%20Manual_CSE354_Design_Patterns_V1.0.docx#_Toc85007737)

# LAB 01: OOPs Concepts and Objects Relationships

**Purpose**

The purpose of this lab is to:

* Review the OOP concepts (OOP) for improving code readability and reusability by defining how to structure an object oriented programs efficiently.
* Implement the six common relationships among objects in object oriented software.

**Outcomes**

The expected outcome of this lab activity is students’ ability to:

* Utilize the basic OOPs concepts in designing object oriented software’s
* Identify the scalability and maintenance provided by these concepts
* Understand object relations in code

**Introduction**

Our journey in computer programming usually starts with function oriented programming with a structural language like C. To design more efficient algorithm, we learned and utilized the data structures, but to design more scalable and maintainable software we need to be closed to the real world as much as possible. Therefore, students learn OOPs concepts, but mostly lacks in their utilization. This lab will help you to start explore it to a bit deep and start utilizing these concepts in software design. In real world objects relates to each other, but in code how these relationships are realized in code is also the focus of this lab.

**Activity 1**

Carefully read the following articles and then implement the coding examples.

* [6 OOP Concepts in Java with examples](https://raygun.com/blog/oop-concepts-java/)
  + from https://raygun.com/blog/oop-concepts-java/

OOP concepts allow us to create specific interactions between Java objects. They make it possible to reuse code without creating security risks or making a Java program less readable. While implementing the code examples, you should be able to understand that:

**Abstraction in Java:**

* Hides the underlying complexity of data
* Helps avoid repetitive code
* Presents only the signature of internal functionality
* Gives flexibility to programmers to change the implementation of the abstract behavior
* Partial abstraction (0-100%) can be achieved with abstract classes
* Total abstraction (100%) can be achieved with interfaces

**Encapsulation in Java:**

* Restricts direct access to data members (fields) of a class.
* Fields are set to private
* Each field has a getter and setter method
* Getter methods return the field
* Setter methods let us change the value of the field

**Polymorphism in Java:**

* The same method name is used several times.
* Different methods of the same name can be called from the object.
* All Java objects can be considered polymorphic (at the minimum, they are of their own type and instances of the Object class).
* Example of static polymorphism in Java is method overloading.
* Example of dynamic polymorphism in Java is method overriding.

**Inheritance in Java:**

* A class (child class) can extend another class (parent class) by inheriting its features.
* Implements the DRY (Don’t Repeat Yourself) programming principle.
* Improves code reusability.
* Multilevel inheritance is allowed in Java (a child class can have its own child class as well).
* Multiple inheritances are not allowed in Java (a class can’t extend more than one class).

**Activity 2**

In real world different objects share their stats and collaborate, use, serve or delegate responsibilities with each other. The same also happens in object oriented software since they almost replicate their solution closed to the real word. Let’s omit the beginner level details of object oriented programming and start with first understanding the most common relationships among objects which are:

1. [Dependency](http://tutorials.jenkov.com/ood/understanding-dependencies.html)
2. Inheritance (partial abstraction)
3. Interface implementation (full abstraction)
4. Association
5. Aggregation
6. Composition

While doing the implementation in Activity 1, You need to understand about the relations that:

**Association in Java:**

* Two separate classes are associated through their objects.
* The two classes are unrelated and each can exist without the other one.
* Can be a one-to-one, one-to-many, many-to-one, or many-to-many relationship.

**Aggregation in Java:**

* One-directional association.
* Represents a HAS-A relationship between two classes.
* Only one class is dependent on the other.

**Composition in Java:**

* A restricted form of aggregation
* Represents a PART-OF relationship between two classes
* Both classes are dependent on each other
* If one class ceases to exist, the other can’t survive alone

**Home Activities**

HW 1: To understand more about dependencies read the following article.

* http://tutorials.jenkov.com/ood/understanding-dependencies.html

HW2: Select at least two items from the following list to find their answers and them implement them. Share your finding with the class through your suggested mechanism by the class teacher:

1. Overloading of the main method is possible or not?
2. What is returned by the constructor, and how you can identify it from its declaration?
3. Can we create a program without main method? How many main methods are allowed in Java Programs?
4. What are the six ways to use this keyword?
5. Prove that multiple inheritance is not supported in Java?
6. When to use aggregation and not composition and vice versa?
7. How to override the static method?
8. Is overloading of the main method possible?
9. Give any real world example of using the [covariant return type](https://www.javatpoint.com/covariant-return-type)?
10. Discuss different usages of Java super keyword?
11. What is instance initializer block and why we use it?
12. What are the different usages of final variable?
13. What is a marker or tagged interface?
14. What is runtime polymorphism or dynamic method dispatch?
15. What is the difference between static and dynamic binding?
16. How down-casting is possible in Java?
17. What is the purpose of a private constructor?
18. What is object cloning?
19. Differentiate shallow copy from deep copy and implement each with an example.
20. In your class context find the implementation of OOPs concepts.

**Assignment Deliverables**

You will have to create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 02: Singleton and Observer

**Purpose**

The purpose of this lab is to understand and apply one creational pattern “Singleton” and one behavioral pattern “Observer” in their respective problem context.

**Outcomes­**

The expected outcome of this lab activity is the student’s ability to:

* Know Thread Safe Code
* Know Static Vs Dynamic Context of Object
* Find applicability and implementation of Singleton pattern
* Find applicability and implementation of Observer pattern
* Know Thread Safe Code

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Singleton and Observer patters.

* For Singleton Patthern
  + [https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Singleton](https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Singleton#setInteraction)
* For Observer Pattern
  + <https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Observer>

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

Run all the three Singleton design pattern examples in the Java IDE (recommended NetBeans) from the following URL

<https://en.wikipedia.org/wiki/Singleton_pattern>

**Activity 3**

Run two more a bit complicated examples from the GitHub on following URLs:

* + <https://github.com/sshpk/dp_fall20/tree/master/SingeltonFA20> and
  + <https://github.com/sshpk/dp_fall20/tree/master/SingeltonFA20Homework>

**Activity 4**

Figure 1.7 shows another example of shopping cart contents and checkout option that we discussed in the previous lab session. Redraw this interface by addressing the existing issues.

1. No “Continue shopping" button

**Activity 5**

Understand and Run the following examples of Observer design pattern:

* [Observer pattern - Wikipedia](https://en.wikipedia.org/wiki/Observer_pattern#Java)
* [dp\_fall20/ObserverFA20/src/pk/cuiatd/dp/observer1 at master · sshpk/dp\_fall20 · GitHub](https://github.com/sshpk/dp_fall20/tree/master/ObserverFA20/src/pk/cuiatd/dp/observer1)
* [dp\_fall20/ObserverFA20/src/pk/cuiatd/dp/observer2 at master · sshpk/dp\_fall20 · GitHub](https://github.com/sshpk/dp_fall20/tree/master/ObserverFA20/src/pk/cuiatd/dp/observer2)

**Home Activities**

**Home Work 1**:

Convert the second example in Activity 3 of SingeltonFA20Homework to Thread Safe implementation.

**Home Work 2**:

Modify Wikipedia example to covert the anonymous concrete observer to a proper concrete observer class.

**Home Work 3**:

Modify the third example (observer2), Such that it notifies the availability via update method to the subscriber and then the message is displayed according to the value in the update method parameter.

Instead of passing the availability in the update method, Convert now to pass the instance of the WhiteShirt(Publisher) to its subscriber and then they act accordingly.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 03: Decorator and Factory Method

**Purpose**

The purpose of this lab is to understand how you can attach additional responsibilities to an object dynamically via restructuring its representation using the Decorator design pattern. In second session of the lab we learn about Factory Method that provides an interface for creating objects in a superclass, but allows subclasses to alter the type of objects that will be created.

**Outcomes**

The expected outcome of this lab activity is the student’s ability to:

* Restructure the representation of an object with the help of Decorator to attach additional responsibility dynamically to an object.
* Provides an interface for creating objects in a superclass and allow subclasses to alter the type of the object.

**Decorator Implementation Guidelines**

1. Make sure your business domain can be represented as a primary component with multiple optional layers over it.
2. Figure out what methods are common to both the primary component and the optional layers. Create a component interface and declare those methods there.
3. Create a concrete component class and define the base behavior in it.
4. Create a base decorator class. It should have a field for storing a reference to a wrapped object. The field should be declared with the component interface type to allow linking to concrete components as well as decorators. The base decorator must delegate all work to the wrapped object.
5. Make sure all classes implement the component interface.
6. Create concrete decorators by extending them from the base decorator. A concrete decorator must execute its behavior before or after the call to the parent method (which always delegates to the wrapped object).
7. The client code must be responsible for creating decorators and composing them in the way the client needs.

**Factory Method Implementation Guidelines**

1. Make all products follow the same interface. This interface should declare methods that make sense in every product.
2. Add an empty factory method inside the creator class. The return type of the method should match the common product interface.
3. In the creator’s code find all references to product constructors. One by one, replace them with calls to the factory method, while extracting the product creation code into the factory method.
4. You might need to add a temporary parameter to the factory method to control the type of returned product.
5. At this point, the code of the factory method may look pretty ugly. It may have a large switch operator that picks which product class to instantiate. But don’t worry, we’ll fix it soon enough.
6. Now, create a set of creator subclasses for each type of product listed in the factory method. Override the factory method in the subclasses and extract the appropriate bits of construction code from the base method.
7. If there are too many product types and it doesn’t make sense to create subclasses for all of them, you can reuse the control parameter from the base class in subclasses.
8. For instance, imagine that you have the following hierarchy of classes: the base Mail class with a couple of subclasses: AirMail and GroundMail; the Transport classes are Plane, Truck and Train. While the AirMail class only uses Plane objects, GroundMail may work with both Truck and Train objects. You can create a new subclass (say TrainMail) to handle both cases, but there’s another option. The client code can pass an argument to the factory method of the GroundMail class to control which product it wants to receive.
9. If, after all of the extractions, the base factory method has become empty, you can make it abstract. If there’s something left, you can make it a default behavior of the method.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Decorator and Factory Method.

* For Decorator Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Decoratoy
* For Factory Method Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Factory-Method

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

The text book motivational code example for window/scrolling scenario is available on the following link. You need to run the version in Java which is quite simple.

* + https://en.wikipedia.org/wiki/ Decorator\_pattern

**Activity 3**

Run one another very simple example about the Decorator pattern related to decorating geometrical shapes from the following link:

* + https://www.tutorialspoint.com/design\_pattern/decorator\_pattern.htm

**Activity 4**

Imagine that you’re working on a notification library which lets other programs notify their users about important events. You need to first focus on the problem in this context and then understand its solution using the Decorator pattern from the following link:

* + <https://refactoring.guru/design-patterns/decorator>

**For Factory Method**

**Activity 5**

Run the example on

* + https://github.com/sshpk/dp\_fall20/tree/master/FactoryMethodFA20

**Activity 6**

Also run the following examples of factory method:

* + [Design Patterns: Factory Method in Java (refactoring.guru)](https://refactoring.guru/design-patterns/factory-method/java/example)
  + [Factory method pattern - Wikipedia](https://en.wikipedia.org/wiki/Factory_method_pattern) Modify the C# example into Java

**Home Activities**

Update the example with following additions:

**Home Work 1**:

Modify the example in Activity 3 to convert the output to "Shape : Circle with Red color" when it is decorated and "Shape: Circle" when not decorated.

**Home Work 2:**

For example, in Activity 3, Add one more decorator ThickBorderDecorator, which will decorate the shape with thick border.

**Home Work 3**:

Print shapes without decoration, with red color, with thick border only and then with both red color and thick border decoration in the Demo class.

**Home Work 4**:

For Activity 5, Add one another TriangleGeometry class to provide the Triangle factory method.

**Home Work 5**:

Instead of using four classifiers i.e. (Geometry, SquareGeometry, CircleGeometry etc.), We can implement factory method with a single method with any polymorphic behavior by passing it the type of object we need and then the method returns the desired object. Provide this single factory method implementation for the same example.

. **Home Work 6**:

Think on how can you utilize the Factory Method in your final year project and provide its implementation. (Optional)

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 04: Strategy and Chain of Responsibility

**Purpose**

The purpose of this lab is to understand two more design patterns “Strategy” and “Chain of Responsibility”. By Strategy pattern you can define a family of algorithms, put each of them into a separate class, and make their objects interchangeable. While “Chain of Responsibility” will enable you to you pass requests along a chain of handlers.

**Outcomes**

The expected outcome of this lab activity is the student’s ability to:

* Understand and implement the Strategy design pattern.
* Understand and implement the Chain of Responsibility design pattern.

**Strategy Implementation Guidelines**

1. The client code must be responsible for creating decorators and composing them in the way the client needs. In the context class, identify an algorithm that’s prone to frequent changes. It may also be a massive conditional that selects and executes a variant of the same algorithm at runtime.
2. Declare the strategy interface common to all variants of the algorithm.
3. One by one, extract all algorithms into their own classes. They should all implement the strategy interface.
4. In the context class, add a field for storing a reference to a strategy object. Provide a setter for replacing values of that field. The context should work with the strategy object only via the strategy interface. The context may define an interface which lets the strategy access its data.
5. Clients of the context must associate it with a suitable strategy that matches the way they expect the context to perform its primary job.

**Chain of Responsibility Implementation Guidelines**

1. Declare the handler interface and describe the signature of a method for handling requests.

Decide how the client will pass the request data into the method. The most flexible way is to convert the request into an object and pass it to the handling method as an argument.

1. To eliminate duplicate boilerplate code in concrete handlers, it might be worth creating an abstract base handler class, derived from the handler interface.

This class should have a field for storing a reference to the next handler in the chain. Consider making the class immutable. However, if you plan to modify chains at runtime, you need to define a setter for altering the value of the reference field.

You can also implement the convenient default behavior for the handling method, which is to forward the request to the next object unless there’s none left. Concrete handlers will be able to use this behavior by calling the parent method.

1. One by one create concrete handler subclasses and implement their handling methods. Each handler should make two decisions when receiving a request:
   1. Whether it’ll process the request.
   2. Whether it’ll pass the request along the chain.
2. The client may either assemble chains on its own or receive pre-built chains from other objects. In the latter case, you must implement some factory classes to build chains according to the configuration or environment settings.
3. The client may trigger any handler in the chain, not just the first one. The request will be passed along the chain until some handler refuses to pass it further or until it reaches the end of the chain.
4. Due to the dynamic nature of the chain, the client should be ready to handle the following scenarios:
   * + - The chain may consist of a single link.
       - Some requests may not reach the end of the chain.
       - Others may reach the end of the chain unhandled.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Strategy and Chain of Responsibility design patterns.

* For Strategy Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Strategy
* For Chain of Responsibility Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Chain-of-Responsibility

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

You need to run the following example of Strategy in Java:

* + https://github.com/sshpk/dp\_fall20/tree/master/StrategyFA20/src/pk/cuiatd/dp/strategy

**Steps**

1. Create a package with name "Strategy"
2. Add all the classes from the Github example to it.
3. Debug the Demo.java to understand it.
4. Complete the Lab Tasks

**Activity 3**

For the Chain of Responsibility design pattern, Run the following examples:

* + [Loan Approval example](https://github.com/sshpk/dp_fall20/tree/master/ChainFa20/src/pk/cuiatd/dp/chain/lab) (Explained in Video)
  + [Files Handler](https://github.com/sshpk/dp_fall20/tree/master/ChainFa20/src/pk/cuiatd/dp/chain/hw)
  + [Dispenser Notes Example](https://github.com/sshpk/dp_fall20/tree/master/ChainFa20/src/pk/cuiatd/dp/chain)

**Home Activities**

Update the example of Activity 3 with following additions:

**Home Work 1**:

Modify the context (ShoppingCart) to accept payment strategy in its constructor.

**Home Work 2:**

Add another payment strategy via Easypaisa that requires name and phone number of the account holder.

**Home Work 3**:

Modify all payment strategy such that if the cart amount is more than 2000 then give a 10% discount to the user.

**Home Work 4**:

For the first example in Activity 3,

1. Add interest rate to the loan class and modify the lab implementation such that limit increased by the interest rate. for example, if limit is 10000 and interest rate is 5% then interest based limit will be 10500 and decision will be taken for loan approval on the interest based limit.
2. Instead of using one Chain Handler as in example of 1, You are required to create multiple handlers for each operation of the calculator i.e. Adder, Subtractor, Multiplier and Divider which has a compute polymorphic method that accepts two parameters a and b of type integer and perform the operation or pass it to the next handler in the chain. The result is return to the Demo class.

**Home Work 5:**

1. Find at least one situation where Chain of Responsibility pattern can be applied.
2. Find at least one situation where Strategy pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher

# LAB 05: Abstract Factory and Iterator

**Purpose**

This lab will enable the students to produce families of related objects without specifying their concrete classes using the Abstract Factory and traverse the elements of a collection without exposing its underlying representation using Iterator.

**Outcomes**

After completing this lab, students will be able to apply:

* **Abstract Factory**to produce families of related objects without specifying their concrete classes.
* **Iterator** to traverse elements of a collection without exposing its underlying representation (list, stack, tree, etc.).

**Implementation Guidelines for Abstract Factory**

1. Map out a matrix of distinct product types versus variants of these products.
2. Declare abstract product interfaces for all product types. Then make all concrete product classes implement these interfaces.
3. Declare the abstract factory interface with a set of creation methods for all abstract products.
4. Implement a set of concrete factory classes, one for each product variant.
5. Create factory initialization code somewhere in the app. It should instantiate one of the concrete factory classes, depending on the application configuration or the current environment. Pass this factory object to all classes that construct products.
6. Scan through the code and find all direct calls to product constructors. Replace them with calls to the appropriate creation method on the factory object.

**Implementation Guidelines for Iterator**

1. Declare the iterator interface. At the very least, it must have a method for fetching the next element from a collection. But for the sake of convenience you can add a couple of other methods, such as fetching the previous element, tracking the current position, and checking the end of the iteration.
2. Declare the collection interface and describe a method for fetching iterators. The return type should be equal to that of the iterator interface. You may declare similar methods if you plan to have several distinct groups of iterators.
3. Implement concrete iterator classes for the collections that you want to be traversable with iterators. An iterator object must be linked with a single collection instance. Usually, this link is established via the iterator’s constructor.
4. Implement the collection interface in your collection classes. The main idea is to provide the client with a shortcut for creating iterators, tailored for a particular collection class. The collection object must pass itself to the iterator’s constructor to establish a link between them.
5. Go over the client code to replace all of the collection traversal code with the use of iterators. The client fetches a new iterator object each time it needs to iterate over the collection elements.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Abstract Factory and Iterator design patterns.

* For Abstract Factory Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Abstract-Factory
* For Iterator Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Iterator

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

Run the following examples of Abstract Factory and Iterator Patterns:

* + Dialogue Controls Abstract Factory Example
    - https://github.com/sshpk/dp\_fall20/tree/master/AbstractFactoryFA20/src/pk/cuiatd/dp/afactory
  + Animals Factory Example
    - <https://www.tutorialspoint.com/design_pattern/abstract_factory_pattern.htm>
  + TV Channels Iteration
    - https://github.com/sshpk/dp\_fall20/tree/master/IteratorFA20/src/pk/cuiatd/dp/it
  + Names Array Iteration
    - <https://www.tutorialspoint.com/design_pattern/iterator_pattern.htm>
  + Restaurant Menu Iteration
    - <https://www.javatpoint.com/iterator-pattern>
  + <https://www.javacodegeeks.com/2015/09/iterator-design-pattern.html>
  + <https://www.avajava.com/tutorials/lessons/iterator-pattern.html>
  + Profiles Iteration Example
    - <https://refactoring.guru/design-patterns/iterator/java/example>

**Home Activities**

For the first example in Activity 2, with following additions:

**Home Work 1**:

Add one more control support for the TextField in the given example.

**Home Work 2:**

Add another type of Factory that support one additional platform i.e. AndroidFactory.

Note that you will have to add the support for all its relevant UI Controls as well.

**Home Work 3**:

For the second example in Activity 2 related to Animals Factory, add another class named ‘Cat’ and implement it in the factory class and return in demo.

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where Abstract pattern can be applied.
2. Find at least one another situation not covered in above examples, where Iterator pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 06: Sessional 1 Exam

**Purpose**

The purpose of this lab is to conduct the first sessional exam based on the activities conducted so far.

**Tasks**

The tasks will be decided by the respective course instructor/lab tutor.

# LAB 07: State and Mediator

**Purpose**

This lab will help the students to understand how an object alter its behavior when its internal state changes using the State pattern and how to reduce chaotic dependencies between objects using the Mediator pattern.

**Outcomes**

After completing this lab, students will be able to know that:

* **State** is a behavioral design pattern that lets an object alter its behavior when its internal state changes. It appears as if the object changed its class.
* **Mediator** is a behavioral design pattern that lets you reduce chaotic dependencies between objects. The pattern restricts direct communications between the objects and forces them to collaborate only via a mediator object.

**Implementation Guidelines for State Pattern**

1. Decide what class will act as the context. It could be an existing class which already has the state-dependent code; or a new class, if the state-specific code is distributed across multiple classes.
2. Declare the state interface. Although it may mirror all the methods declared in the context, aim only for those that may contain state-specific behavior.
3. For every actual state, create a class that derives from the state interface. Then go over the methods of the context and extract all code related to that state into your newly created class.

While moving the code to the state class, you might discover that it depends on private members of the context. There are several workarounds:

* + Make these fields or methods public.
  + Turn the behavior you’re extracting into a public method in the context and call it from the state class. This way is ugly but quick, and you can always fix it later.
  + Nest the state classes into the context class, but only if your programming language supports nesting classes.

1. In the context class, add a reference field of the state interface type and a public setter that allows overriding the value of that field.
2. Go over the method of the context again and replace empty state conditionals with calls to corresponding methods of the state object.
3. To switch the state of the context, create an instance of one of the state classes and pass it to the context. You can do this within the context itself, or in various states, or in the client. Wherever this is done, the class becomes dependent on the concrete state class that it instantiates.

**Implementation Guidelines for Mediator**

1. Identify a group of tightly coupled classes which would benefit from being more independent (e.g., for easier maintenance or simpler reuse of these classes).
2. Declare the mediator interface and describe the desired communication protocol between mediators and various components. In most cases, a single method for receiving notifications from components is sufficient.

This interface is crucial when you want to reuse component classes in different contexts. As long as the component works with its mediator via the generic interface, you can link the component with a different implementation of the mediator.

1. Implement the concrete mediator class. This class would benefit from storing references to all of the components it manages.
2. You can go even further and make the mediator responsible for the creation and destruction of component objects. After this, the mediator may resemble a [factory](https://refactoring.guru/design-patterns/abstract-factory) or a [facade](https://refactoring.guru/design-patterns/facade).
3. Components should store a reference to the mediator object. The connection is usually established in the component’s constructor, where a mediator object is passed as an argument.
4. Change the components’ code so that they call the mediator’s notification method instead of methods on other components. Extract the code that involves calling other components into the mediator class. Execute this code whenever the mediator receives notifications from that component.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Abstract Factory and Iterator design patterns.

* For State Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/State
* For Mediator Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Mediator

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2 - Mediator Simple Implementation**

**Steps:**

1. Create a Java application with a package name "Mediator"
2. Create the following files with respective code in each file.

#### Mediator.java

package Mediator;

public interface Mediator {

public void operationD();

public void operationA();

}

#### BaseComponent.java

package Mediator;

public class BaseComponent {

protected Mediator mediator;

public void setMediator(Mediator objMediator){

this.mediator = objMediator;

}

}

#### ConcreteColleaque2.java

package Mediator;

public class ConcreteColleaque2 extends BaseComponent{

public void doOperationC(){

System.out.println("Colleaque 2 performed operation C.");

}

public void doOperationD(){

System.out.println("Colleaque 2 performed operation D.");

}

}

#### ConcreteMediator.java

package Mediator;

public class ConcreteMediator implements Mediator{

private ConcreteColleaque1 objColleaque1;

private ConcreteColleaque2 objColleaque2;

// Mediator aggregates its concrete colleaques

public ConcreteMediator(ConcreteColleaque1 component1, ConcreteColleaque2 component2) {

this.objColleaque1 = component1;

component1.setMediator(this);

this.objColleaque2 = component2;

component2.setMediator(this);

}

@Override

public void operationA() {

System.out.println("Mediator knows that operationA can be done by Colleaque1.");

objColleaque1.doOperationA();

}

@Override

public void operationD() {

System.out.println("Mediator knows operationD can be done by Colleaque2.");

objColleaque2.doOperationD();

}

}

#### Client.java

package Mediator;

public class Client {

public static void main(String[] args) {

// 1. Initiate concrete colleques

ConcreteColleaque1 objColleaque1 = new ConcreteColleaque1();

ConcreteColleaque2 objColleaque2 = new ConcreteColleaque2();

// 2. Initiate mediator with controlling components

Mediator objM = new ConcreteMediator(objColleaque1, objColleaque2);

// 3. Ask Mediator to perform operations

objM.operationA();

objM.operationD();

}

}

**Activity 3**

Run the following example of the state design pattern:

* <https://github.com/sshpk/dp_fall20/tree/master/StateFA20/src/pk/cuiatd/dp/state>

**Home Activities**

For the first example in Activity 2, Modify it with the following additions:

**Home Work 1**:

Add another ConcreteColleaque3 with Operation doOperationAll that internally ask mediator to perform OperationA and OperationD. Also mediator should be setup via its constructor.

**Home Work 2:**

Modify the concrete mediator such that concrete colleques will subscribe and unsubscribe to it than passing it colleques in constructor.

**Home Work 3**:

1. After watching the video demonstration in Activity 1, follow the guidelines and add one more state to the TV which indicate that it is OK or not working and also provide the respective behavior against the state.
2. Add one more attribute for volume with possible values Low, Medium and High. The respective behavior should work like on transition we can set volume from low to medium and not directly to High.

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where State pattern can be applied.
2. Find at least one another situation not covered in above examples, where Mediator pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 08: Bridge and Builder

**Purpose**

This lab will help the students to understand how split a large class or a set of closely related classes into two separate hierarchies (abstraction and implementation) using the Bridge pattern and how to construct complex objects step by step using the Builder pattern.

**Outcomes**

After completing this lab, students will be able to know that:

* **Bridge** is a structural design pattern that lets you split a large class or a set of closely related classes into two separate hierarchies—abstraction and implementation—which can be developed independently of each other.
* **Builder** is a creational design pattern that lets you construct complex objects step by step. The pattern allows you to produce different types and representations of an object using the same construction code.

**Implementation Guidelines for Bridge Pattern**

1. Identify the orthogonal dimensions in your classes. These independent concepts could be: abstraction/platform, domain/infrastructure, front-end/back-end, or interface/implementation.
2. See what operations the client needs and define them in the base abstraction class.
3. Determine the operations available on all platforms. Declare the ones that the abstraction needs in the general implementation interface.
4. For all platforms in your domain create concrete implementation classes, but make sure they all follow the implementation interface.
5. Inside the abstraction class, add a reference field for the implementation type. The abstraction delegates most of the work to the implementation object that’s referenced in that field.
6. If you have several variants of high-level logic, create refined abstractions for each variant by extending the base abstraction class.
7. The client code should pass an implementation object to the abstraction’s constructor to associate one with the other. After that, the client can forget about the implementation and work only with the abstraction object.

**Implementation Guidelines for Builder**

1. Make sure that you can clearly define the common construction steps for building all available product representations. Otherwise, you won’t be able to proceed with implementing the pattern.
2. Declare these steps in the base builder interface.
3. Create a concrete builder class for each of the product representations and implement their construction steps.

Don’t forget about implementing a method for fetching the result of the construction. The reason why this method can’t be declared inside the builder interface is that various builders may construct products that don’t have a common interface. Therefore, you don’t know what would be the return type for such a method. However, if you’re dealing with products from a single hierarchy, the fetching method can be safely added to the base interface.

1. Think about creating a director class. It may encapsulate various ways to construct a product using the same builder object.
2. The client code creates both the builder and the director objects. Before construction starts, the client must pass a builder object to the director. Usually, the client does this only once, via parameters of the director’s constructor. The director uses the builder object in all further construction. There’s an alternative approach, where the builder is passed directly to the construction method of the director.
3. The construction result can be obtained directly from the director only if all products follow the same interface. Otherwise, the client should fetch the result from the builder.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the \_\_\_\_\_\_\_\_\_\_\_ and \_\_\_\_\_\_\_\_ design patterns.

* For Bridge Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Bridge
* For Builder Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Builder

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2 - Bridge Simple Implementation**

Run the following examples of the Bridge design pattern:

* Accounts Java Example
  + <https://en.wikipedia.org/wiki/Bridge_pattern>
* Devices Example
  + https://refactoring.guru/design-patterns/bridge/java/example

**Activity 3**

Run the following examples of the Builder design pattern:

* Car Builder
  + <https://refactoring.guru/design-patterns/builder/java/example>
  + [dp\_fall21/BuilderFA21/src/pk/cuiatd/builder at master · sshpk/dp\_fall21 · GitHub](https://github.com/sshpk/dp_fall21/tree/master/BuilderFA21/src/pk/cuiatd/builder)
* [Bike](https://github.com/sshpk/dp_fall20/tree/master/StateFA20/src/pk/cuiatd/dp/state) Builder (C# to Java Conversion required)
  + <https://en.wikipedia.org/wiki/Builder_pattern>

**Home Activities**

**Home Work 1**:

For the first example in Activity 2, Implement the upper withdrawal limit of 50,000 on the account. Log an error message if the user tries to withdraw amount greater than the limit.

**Home Work 2:**

For the second example in Activity 2, Add a child protected mode support, so that if it is turn on then channels with odd number are not shown. Also modify the behavior accordingly for the Remote device of the TV.

**Home Work 3**:

For the Car Builder example in Activity 3, Add another car support for type VAN with SEMI\_AUTOMATIC transmission.

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where Bridge pattern can be applied.
2. Find at least one another situation not covered in above examples, where Builder pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teacher.

# LAB 9: Adapter, Flyweight and Facade

**Purpose**

This lab will help the students to understand how to allow objects with incompatible interfaces to collaborate using the Adapter pattern, fit more objects into the available amount of RAM using the Flyweight pattern and provide a simplified interface to a library using Façade pattern.

**Outcomes**

After completing this lab, students will be able to know that:

* **Adapter** is a structural design pattern that allows objects with incompatible interfaces to collaborate.
* **Flyweight** is a structural design pattern that lets you fit more objects into the available amount of RAM by sharing common parts of state between multiple objects instead of keeping all of the data in each object.
* **Facade** is a structural design pattern that provides a simplified interface to a library, a framework, or any other complex set of classes.

**Implementation Guidelines for Adapter Pattern**

1. Make sure that you have at least two classes with incompatible interfaces:
   1. A useful service class, which you can’t change (often 3rd-party, legacy or with lots of existing dependencies).
   2. One or several client classes that would benefit from using the service class.
2. Declare the client interface and describe how clients communicate with the service.
3. Create the adapter class and make it follow the client interface. Leave all the methods empty for now.
4. Add a field to the adapter class to store a reference to the service object. The common practice is to initialize this field via the constructor, but sometimes it’s more convenient to pass it to the adapter when calling its methods.
5. One by one, implement all methods of the client interface in the adapter class. The adapter should delegate most of the real work to the service object, handling only the interface or data format conversion.
6. Clients should use the adapter via the client interface. This will let you change or extend the adapters without affecting the client code.

**Implementation Guidelines for Flyweight**

1. Divide fields of a class that will become a flyweight into two parts:
   * the intrinsic state: the fields that contain unchanging data duplicated across many objects
   * the extrinsic state: the fields that contain contextual data unique to each object
2. Leave the fields that represent the intrinsic state in the class, but make sure they’re immutable. They should take their initial values only inside the constructor.
3. Go over methods that use fields of the extrinsic state. For each field used in the method, introduce a new parameter and use it instead of the field.
4. Optionally, create a factory class to manage the pool of flyweights. It should check for an existing flyweight before creating a new one. Once the factory is in place, clients must only request flyweights through it. They should describe the desired flyweight by passing its intrinsic state to the factory.
5. The client must store or calculate values of the extrinsic state (context) to be able to call methods of flyweight objects. For the sake of convenience, the extrinsic state along with the flyweight-referencing field may be moved to a separate context class.

**Implementation Guidelines for Facade**

1. Check whether it’s possible to provide a simpler interface than what an existing subsystem already provides. You’re on the right track if this interface makes the client code independent from many of the subsystem’s classes.
2. Declare and implement this interface in a new facade class. The facade should redirect the calls from the client code to appropriate objects of the subsystem. The facade should be responsible for initializing the subsystem and managing its further life cycle unless the client code already does this.
3. To get the full benefit from the pattern, make all the client code communicate with the subsystem only via the facade. Now the client code is protected from any changes in the subsystem code. For example, when a subsystem gets upgraded to a new version, you will only need to modify the code in the facade.
4. If the facade becomes [too big](https://refactoring.guru/smells/large-class), consider extracting part of its behavior to a new, refined facade class.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Adapter, Flyweight and Facade design patterns.

* For Adapter Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Adapter
* For Flyweight Pattern
  + <https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Flyweight>
* For Façade Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Facade

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2 – Audio Player**

We are going to create an audio player that should be able to play audios in mp3, mp4 and vlc formats.  Run the following example of the Adapter design pattern:

* <https://www.tutorialspoint.com/design_pattern/adapter_pattern.htm>

**Activity 3**

Run the following examples of the Flyweight design pattern:

* <https://www.tutorialspoint.com/design_pattern/flyweight_pattern.htm>
* Forest Example
  + <https://refactoring.guru/design-patterns/flyweight/java/example>

**Activity 4**

Run the following examples of the Facade design pattern:

* Shapes API via Facade
  + <https://www.tutorialspoint.com/design_pattern/facade_pattern.htm>
* Media Player Example
  + <https://refactoring.guru/design-patterns/facade/java/example>

**Home Activities**

**Home Work 1**:

For the first example in Activity 2:

1. Add a support of one another format in the default AudioPlayer
2. Add two more classes each one supports another format of the audio that implements AdvancedMediaPlayer and then utilize them from the main method.
3. Simplify the AdvancedMediaPlayer interface such that dummy methods are not required to be implemented in the concrete player class. For example, PlayVlc method in Mp4Player class is with a dummy definition and not in use.

**Home Work 2:**

For the first example in Activity 3:

1. Add RectangleShape and PolygonShape classes like the CircleShape and then use them from your main method.
2. Add LineThinkness and Position Intrinsic stats to new classes.
3. Randomize the radius extrinsic state for all concrete shape classes

**Home Work 3**:

1. Carefully watch the demonstration of the Façade pattern and then combine it with Decorator pattern as per the guidelines in the video on the following URL.
   * <https://youtu.be/-sAFcIahKSk>

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where Adapter pattern can be applied.
2. Find at least one another situation not covered in above examples, where Flyweight pattern can be applied.
3. Find at least one another situation not covered in above examples, where Facade pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teach

# LAB 10: Template Method, Proxy and Composite

**Purpose**

This lab will help the students:

* To defines the skeleton of an algorithm in the superclass but let’s subclasses override specific steps of the algorithm using Template Method pattern.
* To provide a substitute or placeholder for another object using Proxy pattern and
* Compose objects into tree structures and then work with these structures as if they were individual objects using Composite pattern.

**Outcomes**

After completing this lab, students will be able to know that:

* **Template Method** is a behavioral design pattern that defines the skeleton of an algorithm in the superclass but let’s subclasses override specific steps of the algorithm without changing its structure.
* **Proxy** is a structural design pattern that lets you provide a substitute or placeholder for another object. A proxy controls access to the original object, allowing you to perform something either before or after the request gets through to the original object.
* **Composite** is a structural design pattern that lets you compose objects into tree structures and then work with these structures as if they were individual objects.

**Implementation Guidelines for Template Method Pattern**

1. Analyze the target algorithm to see whether you can break it into steps. Consider which steps are common to all subclasses and which ones will always be unique.
2. Create the abstract base class and declare the template method and a set of abstract methods representing the algorithm’s steps. Outline the algorithm’s structure in the template method by executing corresponding steps. Consider making the template method final to prevent subclasses from overriding it.
3. It’s okay if all the steps end up being abstract. However, some steps might benefit from having a default implementation. Subclasses don’t have to implement those methods.
4. Think of adding hooks between the crucial steps of the algorithm.
5. For each variation of the algorithm, create a new concrete subclass. It must implement all of the abstract steps, but may also override some of the optional ones.

**Implementation Guidelines for Proxy Pattern**

1. If there’s no pre-existing service interface, create one to make proxy and service objects interchangeable. Extracting the interface from the service class isn’t always possible, because you’d need to change all of the service’s clients to use that interface. Plan B is to make the proxy a subclass of the service class, and this way it’ll inherit the interface of the service.
2. Create the proxy class. It should have a field for storing a reference to the service. Usually, proxies create and manage the whole life cycle of their services. On rare occasions, a service is passed to the proxy via a constructor by the client.
3. Implement the proxy methods according to their purposes. In most cases, after doing some work, the proxy should delegate the work to the service object.
4. Consider introducing a creation method that decides whether the client gets a proxy or a real service. This can be a simple static method in the proxy class or a full-blown factory method.
5. Consider implementing lazy initialization for the service object.

**Implementation Guidelines for Composite Pattern**

1. Make sure that the core model of your app can be represented as a tree structure. Try to break it down into simple elements and containers. Remember that containers must be able to contain both simple elements and other containers.
2. Declare the component interface with a list of methods that make sense for both simple and complex components.
3. Create a leaf class to represent simple elements. A program may have multiple different leaf classes.
4. Create a container class to represent complex elements. In this class, provide an array field for storing references to sub-elements. The array must be able to store both leaves and containers, so make sure it’s declared with the component interface type.

While implementing the methods of the component interface, remember that a container is supposed to be delegating most of the work to sub-elements.

1. Finally, define the methods for adding and removal of child elements in the container.

Keep in mind that these operations can be declared in the component interface. This would violate the Interface Segregation Principle because the methods will be empty in the leaf class. However, the client will be able to treat all the elements equally, even when composing the tree.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Template Method, Proxy and Composite design patterns.

* For Template Method Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Template-Method
* For Proxy Pattern
  + <https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Proxy>
* For Composite Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Composite

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

After watching the video in Activity 1 for Template Method, Run the following examples of the Template Method design pattern:

* <https://www.tutorialspoint.com/design_pattern/template_pattern.htm>
* <https://refactoring.guru/design-patterns/template-method/java/example>

**Activity 3**

Run the following example of the Proxy design pattern:

* <https://www.tutorialspoint.com/design_pattern/proxy_pattern.htm>
* <https://refactoring.guru/design-patterns/proxy/java/example>

**Activity 4**

Run the following example of the Composite design pattern:

* <https://www.tutorialspoint.com/design_pattern/composite_pattern.htm>
* <https://refactoring.guru/design-patterns/composite/java/example>

**Home Activities**

**Home Work 1**:

For the first example in Activity 2, Modify it with following additions:

1. Add one more concrete step to the template method "breakForRefreshment" after startPlay method and update the template method skeleton accordingly.
2. Add one variable step to the template method "performShiftNow" which is activated after the startPlay method and then recall startPlay after performShiftNow. For cricket game "The batting team started fielding now" is printed while for football game it prints "The pole are shifted between the teams".
3. Update changes in the Demo class if necessary.

**Home Work 2:**

For the example in Activity 3, Modify it with following additions:

1. Add a code attribute to proxy and real image classes and set its default via its constructor. Display the real image only if display code is matching to the real image code.
2. Add some additional details (e.g. file size) while displaying the image in the Proxy
3. Parameterize the code in the display method to display fake on bad code or real image on code matching.

**Home Work 3**:

1. Add one more primitive component Triangle to this example.
2. Combine the Triangle with the Circle and draw that composite component on the top-right side of the canvas.
3. (Optional) Look for the use of Composite pattern in your final year project and implement that part in Java.

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where Template Method pattern can be applied.
2. Find an example of using the Proxy pattern in your semester project, or any other example of your own.
3. Find at least one another situation not covered in above examples, where Composite pattern can be applied.

**Assignment Deliverables**

* Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teach

# LAB 11: Prototype, Command and Interpreter

**Purpose**

This lab will help the students to understand how to copy existing objects without making your code dependent on their classes using Prototype, turns a request into a stand-alone object that contains all information about the request using Command pattern and define a representation for the grammar of a language along with an interpreter using Interpreter design pattern.

**Outcomes**

After completing this lab, students will be able to know that:

* **Prototype** is a creational design pattern that lets you copy existing objects without making your code dependent on their classes.
* **Command** is a behavioral design pattern that turns a request into a stand-alone object that contains all information about the request. This transformation lets you pass requests as a method argument, delay or queue a request’s execution, and support undoable operations.
* **Interpreter** define a representation for the grammar of a language along with an interpreter that uses the representation to interpret sentences in the language.

**Implementation Guidelines for Prototype Pattern**

1. Create the prototype interface and declare the clone method in it. Or just add the method to all classes of an existing class hierarchy, if you have one.
2. A prototype class must define the alternative constructor that accepts an object of that class as an argument. The constructor must copy the values of all fields defined in the class from the passed object into the newly created instance. If you’re changing a subclass, you must call the parent constructor to let the superclass handle the cloning of its private fields.

If your programming language doesn’t support method overloading, you may define a special method for copying the object data. The constructor is a more convenient place to do this because it delivers the resulting object right after you call the new operator.

1. The cloning method usually consists of just one line: running a new operator with the prototypical version of the constructor. Note, that every class must explicitly override the cloning method and use its own class name along with the new operator. Otherwise, the cloning method may produce an object of a parent class.
2. Optionally, create a centralized prototype registry to store a catalog of frequently used prototypes.

You can implement the registry as a new factory class or put it in the base prototype class with a static method for fetching the prototype. This method should search for a prototype based on search criteria that the client code passes to the method. The criteria might either be a simple string tag or a complex set of search parameters. After the appropriate prototype is found, the registry should clone it and return the copy to the client.

Finally, replace the direct calls to the subclasses’ constructors with calls to the factory method of the prototype registry.

**Implementation Guidelines for Command**

1. Declare the command interface with a single execution method.
2. Start extracting requests into concrete command classes that implement the command interface. Each class must have a set of fields for storing the request arguments along with a reference to the actual receiver object. All these values must be initialized via the command’s constructor.
3. Identify classes that will act as senders. Add the fields for storing commands into these classes. Senders should communicate with their commands only via the command interface. Senders usually don’t create command objects on their own, but rather get them from the client code.
4. Change the senders so they execute the command instead of sending a request to the receiver directly.
5. The client should initialize objects in the following order:

* Create receivers.
* Create commands, and associate them with receivers if needed.
* Create senders, and associate them with specific commands.

**Implementation Guidelines for Interpreter**

1. Creating the abstract syntax tree. The abstract syntax tree can be created by a table-driven parser, by a hand-crafted (usually recursive descent) parser, or directly by the client.
2. Defining the Interpret operation. You don't have to define the Interpret operation in the expression classes.
3. Sharing terminal symbols with the Flyweight pattern. Grammars whose sentences contain many occurrences of a terminal symbol might benefit from sharing a single copy of that symbol.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Prototype, Command and Interpreter design patterns.

* For Prototype Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Prototype
* For Command Pattern
  + <https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Command>
* For Interpreter Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Interpreter

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

Run the following example of the Prototype design pattern:

* https://www.tutorialspoint.com/design\_pattern/prototype\_pattern.htm
* <https://refactoring.guru/design-patterns/prototype/java/example>

**Activity 3**

Run the following example of the Command design pattern:

* <https://www.tutorialspoint.com/design_pattern/command_pattern.htm>
* <https://refactoring.guru/design-patterns/command/java/example>

**Activity 4**

Run the following example of the Interpreter design pattern:

* <https://www.tutorialspoint.com/design_pattern/interpreter_pattern.htm>

**Home Activities**

**Home Work 1**:

For the first example in Activity 2, Modify it with the following:

1. Eliminate the parameterized constructor and implement Cloneable interface to create object clone and then copy values in the clone method.
2. Modify Example 3 to add caching support for cloneable objects.

**Home Work 2:**

For example, 1

1. Call and debug the WriteFileCommand in main method.
2. Add a logic via a bool variable such that if the execute is called the Boolean variable is set to true and the undo action set it to false. On exiting the application if the value is true then exit after confirmation.

For example, 2

1. Implement the replace command such that a selected text gets replaced with a value already in the clipboard with label as Ctr+H.

**Home Work 3:**

1. Find at least one another situation not covered in above examples, where Prototype pattern can be applied.
2. Find at least one another situation not covered in above examples, where Command pattern can be applied.
3. Find at least one another situation not covered in above examples, where Interpreter pattern can be applied.

**Assignment Deliverables**

* Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teach

# LAB 12: Sessional 2 Exam

**Purpose**

The purpose of this lab is to conduct the second sessional exam based on the activities conducted so far.

**Tasks**

The tasks will be decided by the respective course instructor/lab tutor.

# LAB 13: Visitor, Memento and Null Patterns

**Purpose**

This lab will help the students to understand how to separate algorithms from the objects on which they operate using Visitor pattern, how to save and restore the previous state of an object without revealing the details of its implementation using Memento pattern and how to gracefully handle the mighty Null pointer exceptions.

**Outcomes**

After completing this lab, students will be able to know that:

* **Visitor** is a behavioral design pattern that lets you separate algorithms from the objects on which they operate.
* **Memento** is a behavioral design pattern that lets you save and restore the previous state of an object without revealing the details of its implementation.
* **Null object** design pattern describes the uses of null objects and their behavior.

**Implementation Guidelines for Visitor Pattern**

1. Declare the visitor interface with a set of “visiting” methods, one per each concrete element class that exists in the program.
2. Declare the element interface. If you’re working with an existing element class hierarchy, add the abstract “acceptance” method to the base class of the hierarchy. This method should accept a visitor object as an argument.
3. Implement the acceptance methods in all concrete element classes. These methods must simply redirect the call to a visiting method on the incoming visitor object which matches the class of the current element.
4. The element classes should only work with visitors via the visitor interface. Visitors, however, must be aware of all concrete element classes, referenced as parameter types of the visiting methods.
5. For each behavior that can’t be implemented inside the element hierarchy, create a new concrete visitor class and implement all of the visiting methods.

You might encounter a situation where the visitor will need access to some private members of the element class. In this case, you can either make these fields or methods public, violating the element’s encapsulation, or nest the visitor class in the element class. The latter is only possible if you’re lucky to work with a programming language that supports nested classes.

1. The client must create visitor objects and pass them into elements via “acceptance” methods.

**Implementation Guidelines for Memento Pattern**

1. Determine what class will play the role of the originator. It’s important to know whether the program uses one central object of this type or multiple smaller ones.
2. Create the memento class. One by one, declare a set of fields that mirror the fields declared inside the originator class.
3. Make the memento class immutable. A memento should accept the data just once, via the constructor. The class should have no setters.
4. If your programming language supports nested classes, nest the memento inside the originator. If not, extract a blank interface from the memento class and make all other objects use it to refer to the memento. You may add some metadata operations to the interface, but nothing that exposes the originator’s state.
5. Add a method for producing mementos to the originator class. The originator should pass its state to the memento via one or multiple arguments of the memento’s constructor.

The return type of the method should be of the interface you extracted in the previous step (assuming that you extracted it at all). Under the hood, the memento-producing method should work directly with the memento class.

1. Add a method for restoring the originator’s state to its class. It should accept a memento object as an argument. If you extracted an interface in the previous step, make it the type of the parameter. In this case, you need to typecast the incoming object to the memento class, since the originator needs full access to that object.
2. The caretaker, whether it represents a command object, a history, or something entirely different, should know when to request new mementos from the originator, how to store them and when to restore the originator with a particular memento.
3. The link between caretakers and originators may be moved into the memento class. In this case, each memento must be connected to the originator that had created it. The restoration method would also move to the memento class. However, this would all make sense only if the memento class is nested into originator or the originator class provides sufficient setters for overriding its state.

**Implementation Guidelines for Null Object Pattern**

1. This pattern should be used carefully as it can make errors/bugs appear as normal program execution.
2. Care should be taken not to implement this pattern just to avoid null checks and make code more readable, since the harder-to-read code may just move to another place and be less standard
3. The common pattern in most languages with [reference types](https://en.wikipedia.org/wiki/Reference_type) is to compare a reference to a single value referred to as null or nil.
4. There is additional need for testing that no code anywhere ever assigns null instead of the null object, because in most cases and languages with static typing, this is not a compiler error if the null object is of a reference type, although it would certainly lead to errors at run time in parts of the code where the pattern was used to avoid null checks
5. Checking for the null object instead of for the null or nil value introduces overhead, as does the singleton pattern likely itself upon obtaining the singleton reference.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Visitor, Memento and Null Object design patterns.

* For Visitor Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Visitor
* For Memento Pattern
  + <https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Memento>
* For Null Object Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Null-Object-Pattern

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

Run the following examples of the Visitor design pattern:

* Computer Parts Example
  + <https://www.tutorialspoint.com/design_pattern/visitor_pattern.htm>
* Shapes Exporter
  + https://refactoring.guru/design-patterns/visitor/java/example

**Activity 3**

Run the following example of the Memento design pattern:

* <https://www.tutorialspoint.com/design_pattern/memento_pattern.htm>
* https://refactoring.guru/design-patterns/memento/java/example

**Activity 4**

Run the following example of the Null Object design pattern:

* <https://www.tutorialspoint.com/design_pattern/null_object_pattern.htm>

**Home Activities**

**Home Work 1**:

1. For the first example in Activity 2, Add support for one more device “External Hard Disk”, When you display the parts the new parts should also be displayed in the results.
2. For the second example in Activity 2, Export the Shapes in JSON format as well.

**Home Work 2:**

1. For the second example in Activity 3, Add one another primitive shape (Line or Oval) to the Shapes and then utilize/draw as primitive and compound shape in the canvas of the editor.
2. Implement the respective command history on this new shape as well like others.

**Home Work 3**:

1. Justify your outcome when you want to get the customer name against the null value of the name.
2. Is there any possibility to generate NullPointerException with the code example from the Demo class while reading customers by name?

**Home Work 4:**

1. Find at least one another situation not covered in above examples, where Visitor pattern can be applied.
2. Find at least one another situation not covered in above examples, where Memento pattern can be applied.
3. Find at least one scenario where Null Object design pattern is mandatory.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teach

# LAB 14 Filter and MVC Patterns

**Purpose**

This lab will help the students to filter a set of objects using different criteria and chaining them in a decoupled way through logical operations, separate the concerns of the application in Model, View and Controller aspects.

**Outcomes**

After completing this lab, students will be able to know that:

* **Filter pattern** or Criteria pattern is a design pattern that enables developers to filter a set of objects using different criteria and chaining them in a decoupled way through logical operations.
* In **Model View Controller (MVC)** pattern is used to separate application's concerns.
  + **Model** - Model represents an object or JAVA POJO carrying data. It can also have logic to update controller if its data changes.
  + **View** - View represents the visualization of the data that model contains.
  + **Controller** - Controller acts on both model and view. It controls the data flow into model object and updates the view whenever data changes. It keeps view and model separate.

**Implementation Guidelines for Filter Pattern**

This type of design pattern comes under structural pattern as this pattern combines multiple criteria to obtain single criteria.

**Implementation Guidelines for MVC Pattern**

In addition to dividing the application into these components, the model–view–controller design defines the interactions between them.

1. The model is responsible for managing the data of the application. It receives user input from the controller.
2. The view renders presentation of the model in a particular format.
3. The controller responds to the user input and performs interactions on the data model objects. The controller receives the input, optionally validates it and then passes the input to the model.

**Activity 1 (Remote teaching)**

Login in to subexpert.com with your student account and then watch the following interactive videos that demonstrates the Filter and Model View Controller (MVC) design patterns.

* For Filter Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Filter-Design-Pattern
* For MVC Pattern
  + https://www.subexpert.com/CourseLectures/OnTopic/Design-Patterns/Model-View-Controller-Pattern

**Note:** In case of physical labs this activity is optional but recommended.

**Activity 2**

Run the following example of the Filter design pattern:

* <https://www.tutorialspoint.com/design_pattern/filter_pattern.htm>

**Activity 3**

Run the following example of the MVC design pattern:

* <https://www.tutorialspoint.com/design_pattern/mvc_pattern.htm>

**Home Activities**

**Home Work 1**:

For the first example in Activity 2, Modify it with the following additions:

1. Add DOB attribute for the Person and then create a CriteriaDOB such that Persons within a range of dates are filtered.
2. Apply two criteria collectively on the person’s collection.

**Home Work 2:**

For the first example in Activity 3, Modify it with the following additions:

1. Convert the Model part of the example into N-Layer architecture, such that data is retrieved from another DAL Layer.

**Home Work 3:**

1. Find at least one another situation not covered in above examples, where Filter pattern can be applied.
2. Find at least one another situation not covered in above examples, where MVC pattern can be applied.

**Assignment Deliverables**

Create a one-minute video demonstration of your home activities, upload it to a cloud storage and then share the link with your class teach

# LAB 15 Presentation on Latest Design Patterns

**Purpose**

The purpose of this lab is to let the student find at least one latest design pattern and then create a video demonstration for theoretical and implementation perspective.

**Outcomes**

After completing this lab, students will be able to know that:

* **Presentation** on one latest design pattern selected from the list in the next section.
* Three coding examples that spans in a simple, medium and advance usage of the pattern
* A screen recorded video demonstration of the pattern and its coding examples in less than five minutes.

**List of Patterns**

Choose a pattern from the following list and ensure that no other student in your class has selected that pattern.

[**Creational patterns**](https://en.wikipedia.org/wiki/Creational_pattern)

1. [**Dependency Injection**](https://en.wikipedia.org/wiki/Dependency_injection) A class accepts the objects it requires from an injector instead of creating the objects directly
2. [**Lazy initialization**](https://en.wikipedia.org/wiki/Lazy_initialization) Tactic of delaying the creation of an object, the calculation of a value, or some other expensive process until the first time it is needed. This pattern appears in the GoF catalog as "virtual proxy", an implementation strategy for the [Proxy](https://en.wikipedia.org/wiki/Proxy_pattern) pattern.
3. [**Multiton**](https://en.wikipedia.org/wiki/Multiton_pattern) Ensure a class has only named instances, and provide a global point of access to them.
4. [**Object pool**](https://en.wikipedia.org/wiki/Object_pool_pattern) Avoid expensive acquisition and release of resources by recycling objects that are no longer in use. Can be considered a generalisation of [connection pool](https://en.wikipedia.org/wiki/Connection_pool) and [thread pool](https://en.wikipedia.org/wiki/Thread_pool) patterns.
5. [**Resource acquisition is initialization**](https://en.wikipedia.org/wiki/Resource_Acquisition_Is_Initialization)**(RAII)** Ensure that resources are properly released by tying them to the lifespan of suitable objects.

**Structural Patterns**

1. **Extension object**: Adding functionality to a hierarchy without changing the hierarchy.
2. [**Front controller**](https://en.wikipedia.org/wiki/Front_controller): The pattern relates to the design of Web applications. It provides a centralized entry point for handling requests.
3. [**Marker**](https://en.wikipedia.org/wiki/Marker_interface_pattern): Empty interface to associate metadata with a class.
4. [**Module**](https://en.wikipedia.org/wiki/Module_pattern): Group several related elements, such as classes, singletons, methods, globally used, into a single conceptual entity
5. [**Twin**](https://en.wikipedia.org/wiki/Twin_pattern): Twin allows modeling of multiple inheritance in programming languages that do not support this feature.

[**Behavioral patterns**](https://en.wikipedia.org/wiki/Behavioral_pattern)

1. [**Blackboard**](https://en.wikipedia.org/wiki/Blackboard_(design_pattern)): [Artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) pattern for combining disparate sources of data (see [blackboard system](https://en.wikipedia.org/wiki/Blackboard_system))
2. [**Null object**](https://en.wikipedia.org/wiki/Null_Object_pattern): Avoid null references by providing a default object.
3. [**Servant**](https://en.wikipedia.org/wiki/Design_pattern_Servant): Define common functionality for a group of classes. The servant pattern is also frequently called helper class or utility class implementation for a given set of classes. The helper classes generally have no objects hence they have all static methods that act upon different kinds of class objects.
4. [**Specification**](https://en.wikipedia.org/wiki/Specification_pattern): Re-combinable [business logic](https://en.wikipedia.org/wiki/Business_logic) in a [Boolean](https://en.wikipedia.org/wiki/Boolean_algebra) fashion.

[**Concurrency patterns**](https://en.wikipedia.org/wiki/Concurrency_pattern)

1. [**Active Object**](https://en.wikipedia.org/wiki/Active_object) Decouples method execution from method invocation that reside in their own thread of control. The goal is to introduce concurrency, by using [asynchronous method invocation](https://en.wikipedia.org/wiki/Asynchronous_method_invocation) and a [scheduler](https://en.wikipedia.org/wiki/Scheduling_(computing)) for handling requests.
2. [**Balking**](https://en.wikipedia.org/wiki/Balking_pattern) Only execute an action on an object when the object is in a particular state.
3. [**Binding properties**](https://en.wikipedia.org/wiki/Binding_properties_pattern) Combining multiple observers to force properties in different objects to be synchronized or coordinated in some way
4. [**Compute kernel**](https://en.wikipedia.org/wiki/Compute_kernel) The same calculation many times in parallel, differing by integer parameters used with non-branching pointer math into shared arrays, such as [GPU](https://en.wikipedia.org/wiki/GPU)-optimized [Matrix multiplication](https://en.wikipedia.org/wiki/Matrix_multiplication) or [Convolutional neural network](https://en.wikipedia.org/wiki/Convolutional_neural_network).
5. [**Double-checked locking**](https://en.wikipedia.org/wiki/Double_checked_locking_pattern) Reduce the overhead of acquiring a lock by first testing the locking criterion (the 'lock hint') in an unsafe manner; only if that succeeds does the actual locking logic proceed.

Can be unsafe when implemented in some language/hardware combinations. It can therefore sometimes be considered an [anti-pattern](https://en.wikipedia.org/wiki/Anti-pattern).

1. [**Event-based asynchronous**](https://en.wikipedia.org/wiki/Event-Based_Asynchronous_Pattern) Addresses problems with the asynchronous pattern that occur in multithreaded programs.
2. [**Guarded suspension**](https://en.wikipedia.org/wiki/Guarded_suspension) Manages operations that require both a lock to be acquired and a precondition to be satisfied before the operation can be executed.
3. [**Join**](https://en.wikipedia.org/wiki/Join-pattern) Join-pattern provides a way to write concurrent, parallel and distributed programs by message passing. Compared to the use of threads and locks, this is a high-level programming model.
4. [**Lock**](https://en.wikipedia.org/wiki/Lock_(computer_science)) One thread puts a "lock" on a resource, preventing other threads from accessing or modifying it.[[](https://en.wikipedia.org/wiki/Software_design_pattern#cite_note-25)
5. [**Messaging design pattern (MDP)**](https://en.wikipedia.org/wiki/Messaging_pattern) Allows the interchange of information (i.e. messages) between components and applications.
6. [**Monitor object**](https://en.wikipedia.org/wiki/Monitor_(synchronization))An object whose methods are subject to [mutual exclusion](https://en.wikipedia.org/wiki/Mutual_exclusion), thus preventing multiple objects from erroneously trying to use it at the same time.
7. [**Reactor**](https://en.wikipedia.org/wiki/Reactor_pattern) A reactor object provides an asynchronous interface to resources that must be handled synchronously.
8. [**Read-write lock**](https://en.wikipedia.org/wiki/Read/write_lock_pattern) Allows concurrent read access to an object, but requires exclusive access for write operations. An underlying semaphore might be used for writing, and a [Copy-on-write](https://en.wikipedia.org/wiki/Copy-on-write) mechanism may or may not be used.
9. [**Scheduler**](https://en.wikipedia.org/wiki/Scheduler_pattern) Explicitly control when threads may execute single-threaded code.
10. [**Thread pool**](https://en.wikipedia.org/wiki/Thread_pool_pattern) A number of threads are created to perform a number of tasks, which are usually organized in a queue. Typically, there are many more tasks than threads. Can be considered a special case of the [object pool](https://en.wikipedia.org/wiki/Object_pool) pattern.
11. [**Thread-specific storage**](https://en.wikipedia.org/wiki/Thread-Specific_Storage) Static or "global" memory local to a thread.
12. **Safe Concurrency with Exclusive** **Ownership** Avoiding the need for runtime concurrent mechanisms, because exclusive ownership can be proven. This is a notable capability of the Rust language, but compile-time checking isn't the only means, a programmer will often manually design such patterns into code - omitting the use of locking mechanism because the programmer assesses that a given variable is never going to be concurrently accessed.
13. **CPU atomic operation**: x86 and other CPU architectures support a range of atomic instructions that guarantee memory safety for modifying and accessing primitive values (integers). For example, two threads may both increment a counter safely. These capabilities can also be used to implement the mechanisms for other concurrency patterns as above. The [C#](https://en.wikipedia.org/wiki/C) language uses the [Interlocked](https://docs.microsoft.com/en-us/dotnet/api/system.threading.interlocked?view=net-5.0) class for these capabilities.

**Activity 1 (Remote teaching)**

Select and prepare a presentation on one latest design pattern. Explain its theoretical aspects along with the problem contexts where this pattern can be applied.

**Activity 2**

For each problem context, in the first activity, provide a coding example.

**Activity 3**

Prepare a screen recording with your own voice and demonstrate the pattern in as minimum time as possible.

**Home Activities**

**Home Work 1**:

Provide a review against the two design pattern videos and suggest improvements where necessary in the video demonstration.

**Home Work 2:**

Make sure to incorporate the suggestions against your video and then share the latest version with the class.

**Assignment Deliverables**

One demonstration video against your design pattern and then its updated version along with addressed improvements suggested by your class fellows.

# LAB 16: Final Exam

**Purpose**

The purpose of this lab is to conduct the final exam based on the activities conducted throughout the semester.

**Tasks**

The tasks will be decided by the respective course instructor/lab tutor.